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# Purpose

This document outlines the requirements for the Distributed File System (DFS).

## Scope

This document will catalog the user, system, and hardware requirements for the DFS. It will not, however, document how these requirements will be implemented.

## Definitions, Acronyms, Abbreviations

**Client:** An application that's installed the node that can be used to communicate with the server software

**Distributed File System (DFS)**: The main purpose of the Distributed File System (DFS) is to allows users of physically distributed systems to share their data and resources by using a Common File System

**Node**: The physical hardware that software can be downloaded on, like a computer

**Server**: A computer or computer program which manages access to a centralized resource or service in a network

**User**: The physical person operating the hardware

## References

\* user -> client -> server -> client -> user\*

Use Case Specification Document

UML Use Case Diagrams Document

Class Diagrams

Sequence Diagrams

## Overview

The Distributed File System (DFS) is designed to act as a private storage system for a single company. As information leaking is an ever-present danger this system will ensure that only individuals associated with the company can access the file system

# Overall Description

## Product Perspective

## Product Architecture

The system will be organized into \_\_\_ major modules: the \_\_\_ module, the \_\_\_ module, and the \_\_\_\_\_ module.

Note: System architecture should follow standard OO design practices.

## Product Functionality/Features

The high-level features of the system are as follows (see section 3 of this document for more detailed requirements that address these features):

* + - All files are hidden on users’ nodes
    - Any file type should be supported
    - Client software allows the user to talk to the server software
    - Server software keeps track of where files are located
    - Verified users should be allowed to access the DFS

## Constraints

* + - Employees have to request files from the server
    - Only employees can access the system (EX: using employee id & password)
    - Server doesn’t store files

Constraint example: SR7 Since users may use any web browser to access the system, no browser-specific code is to be used in the system.

## Assumptions and Dependencies

* + - All employees have a verified ID and password
    - The DFS software is installed only on a company computer

Assumption Example: It is assumed that the maximum number of users at a given time is 15,000.

# Specific Requirements

## Functional Requirements

### Common Requirements:

* All users will be given an employee ID and allowed to create a password
  + Password should be between 6 & 20 characters in length
  + Password should include at least 1 number
  + Password should include at least 1 uppercase
  + Password should include at least 1 special
* Users will request files from the server software using the client software

Provide requirements that apply to all components as appropriate. SR10

Example:

3.1.1.1 SR9 Users should be allowed to log in using their issued id and pin, both of which are alphanumeric strings between 6 and 20 characters in length.

3.1.1.2 SR23 The system should provide HTML-based help pages on each screen that describe the purpose of each function within the system.

### Employee Module Requirements:

Provide module specific requirements as appropriate. SR10

Example:

3.1.2.1 SR9 Users should be allowed to log in using their issued id and pin, both of which are alphanumeric strings between 6 and 20 characters in length.

### File Module Requirements:

Provide module specific requirements as appropriate. SR10

Example:

3.1.2.1 SR9 Users should be allowed to log in using their issued id and pin, both of which are alphanumeric strings between 6 and 20 characters in length.

### Client Module Requirements:

Provide module specific requirements as appropriate. SR10

Example:

3.1.2.1 SR9 Users should be allowed to log in using their issued id and pin, both of which are alphanumeric strings between 6 and 20 characters in length.

**3.1.5. Server Module Requirements:**

**3.1.6. Node Module Requirements:**

## External Interface Requirements

Provide module specific requirements as appropriate. SR10

Example:

3.2.1 SR9 SR1 The system must provide an interface to the University billing system administered by the Bursar’s office so that students can be automatically billed for the courses in which they have enrolled. The interface is to be in a comma-separated text file containing the following fields: student id, course id, term id, action. Where “action” is whether the student has added or dropped the course. The file will be exported nightly and will contain new transactions only.

## Internal Interface Requirements

Provide module specific requirements as appropriate. SR10

Example:

3.3.1 SR17 The system must process a data-feed from the grading system such that student grades are stored along with the historical student course enrolments. Data feed will be in the form of a comma-separated interface file that is exported from the grading system nightly.

3.3.2 SR24 The system must process a data-feed from the University billing system that contains new student records. The feed will be in the form of a comma-separated text file and will be exported from the billing system nightly with new student records. The fields included in the file are student name, student id, and student pin number.

# Non-Functional Requirements

## Security and Privacy Requirements

* + - Users with supervisor status should be given certain privileges
      * Access to event history of the DFS
      * Access to the complete file system

Example:

4.1.1 The SR8 System must encrypt data being transmitted over the Internet

## Environmental Requirements

* Every computer the company issues will have access to the same files using the DFS software
* The system will utilize the Java programming language.

Example:

4.2.1 SR20 System cannot require that any software other than a web browser be installed on user computers.

4.2.2 SR25 System must make use of the University’s existing Oracle 9i implementation for its database.

4.2.3 SR26 System must be deployed on existing Linux-based server infrastructure.

## Performance Requirements

Example:

4.3.1 SR27 System must render all UI pages in no more than 9 seconds for dynamic pages. Static pages (HTML-only) must be rendered in less than 3 seconds.

**Use Case Specification (Description) Template**

Use Case ID: *{This should be coded to identify the level of the use case}*  
*Use Case Name*: *{Short descriptive phrase}*

Relevant Requirements: \* *{Reference to relevant requirements document.}*

Primary Actor: *{Main sub-system/entity that initiates use}*

Pre-conditions: *{Requirements on the state of the system prior to this use being valid.}*

Post-conditions: *{This describes the state of the system following the successful completion of this use. Effects on other systems and actors may also be described.}*

Basic Flow or Main Scenario: *{Numbered flow of events: 1 The user initiates an action by... 2 The system responds by...}*

Extensions or Alternate Flows: *{This section presents variations on this use case. It presents those use cases that have an extends relation with the current use case.}*

Exceptions: *{This section describes all error conditions that can arise in the use case.}*

Related Use Cases: {use cases that are either usually performed just before or after the current use.}

\*Note: Establish proper requirements traceability to the Use Case requirements. Integrate the Use Case in the template with the Requirements Specification Document.

3. Draw the UML Use Case Diagrams using a UML modeling tool of your choice. You may also draw them by hand. Document all of the UML Use Case Diagrams using MS Word. This will become the reference in the SRS, item 1.3.

4. Brainstorming and CRC Cards (cards are optional):

Brainstorm a list of object candidates that model objects you consider key abstractions necessary to solve the problem. You may want to use index/CRC cards to assist with this modeling exercise. Creating cards is option. Consider the following questions: